Advanced Mockito Hands-On Exercises

# Exercise 1: Mocking Databases and Repositories

***You need to test a service that interacts with a database repository.***

## Steps:

1. Create a mock repository using Mockito.
2. Stub the repository methods to return predefined data.
3. Write a test to verify the service logic using the mocked repository.

## Solution Code:

import static org.mockito.Mockito.\*; import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.\*;

public class ServiceTest { @Test

public void testServiceWithMockRepository() { Repository mockRepository = mock(Repository.class);

when(mockRepository.getData()).thenReturn("Mock Data");

Service service = new Service(mockRepository); String result = service.processData();

assertEquals("Processed Mock Data", result);

}

}

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>TDDMockExample</artifactId>

<version>1.0</version>

<name>TDDMockExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<!-- Maven Surefire Plugin for JUnit 5 -->

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-surefire-plugin</artifactId>

<version>3.0.0</version>

<configuration>

<includes>

<include>\*\*/\*Test.java</include>

</includes>

</configuration>

</plugin>

</plugins>

</build>

</project>

**Repository.java**

package com.example.tdd;

public interface Repository {

String getData();

}

**Service.java**

package com.example.tdd;

public class Service {

private Repository repository;

public Service(Repository repository) {

this.repository = repository;

}

public String processData() {

String data = repository.getData();

return "Processed " + data;

}

}

# ServiceTest.java

package com.example.tdd;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

public class ServiceTest {

*@Test*

public void testServiceWithMockRepository() {

// Step 1: Create mock repository

Repository mockRepository = *mock*(Repository.class);

// Step 2: Stub the getData() method

*when*(mockRepository.getData()).thenReturn("Mock Data");

// Step 3: Inject mock into service

Service service = new Service(mockRepository);

// Step 4: Test the logic

String result = service.processData();

*assertEquals*("Processed Mock Data", result);

}

}

# Output:

# 

# Exercise 2: Mocking External Services (RESTful APIs)

***You need to test a service that calls an external RESTful API.***

## Steps:

1. Create a mock REST client using Mockito.
2. Stub the REST client methods to return predefined responses.
3. Write a test to verify the service logic using the mocked REST client.

## Solution Code:

import static org.mockito.Mockito.\*; import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.\*;

public class ApiServiceTest { @Test

public void testServiceWithMockRestClient() { RestClient mockRestClient = mock(RestClient.class);

when(mockRestClient.getResponse()).thenReturn("Mock Response");

ApiService apiService = new ApiService(mockRestClient); String result = apiService.fetchData();

assertEquals("Fetched Mock Response", result);

}

}

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockRestApiExample</artifactId>

<version>1.0</version>

<name>MockRestApiExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<!-- Ensure JUnit 5 works with Maven -->

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-surefire-plugin</artifactId>

<version>3.0.0</version>

<configuration>

<includes>

<include>\*\*/\*Test.java</include>

</includes>

</configuration>

</plugin>

</plugins>

</build>

</project>

**RestClient.java**

package com.example.api;

public interface RestClient {

String getResponse(); // Simulates a REST call (e.g., to a weather API)

}

**ApiService.java**

package com.example.api;

public class ApiService {

private RestClient restClient;

public ApiService(RestClient restClient) {

this.restClient = restClient;

}

public String fetchData() {

String response = restClient.getResponse();

return "Fetched " + response;

}

}

**ApiServiceTest.java**

package com.example.api;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

public class ApiServiceTest {

*@Test*

public void testServiceWithMockRestClient() {

// Step 1: Create mock REST client

RestClient mockRestClient = *mock*(RestClient.class);

// Step 2: Stub getResponse() to return mock data

*when*(mockRestClient.getResponse()).thenReturn("Mock Response");

// Step 3: Inject mock into service

ApiService apiService = new ApiService(mockRestClient);

// Step 4: Assert service behavior

String result = apiService.fetchData();

*assertEquals*("Fetched Mock Response", result);

}

}

**Ouput:**

**![](data:image/png;base64,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)**

# Exercise 3: Mocking File I/O

***You need to test a service that reads from and writes to files.***

## Steps:

1. Create a mock file reader and writer using Mockito.
2. Stub the file reader and writer methods to simulate file operations.
3. Write a test to verify the service logic using the mocked file reader and writer.

## Solution Code:

import static org.mockito.Mockito.\*; import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.\*;

public class FileServiceTest { @Test

public void testServiceWithMockFileIO() {

FileReader mockFileReader = mock(FileReader.class); FileWriter mockFileWriter = mock(FileWriter.class); when(mockFileReader.read()).thenReturn("Mock File Content");

FileService fileService = new FileService(mockFileReader, mockFileWriter); String result = fileService.processFile();

assertEquals("Processed Mock File Content", result);

}

}

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockFileIOExample</artifactId>

<version>1.0</version>

<name>MockFileIOExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-surefire-plugin</artifactId>

<version>3.0.0</version>

<configuration>

<includes>

<include>\*\*/\*Test.java</include>

</includes>

</configuration>

</plugin>

</plugins>

</build>

</project>

**FileReader.java**

package com.example.fileio;

public interface FileReader {

String read();

}

**FileWriter.java**

package com.example.fileio;

public interface FileWriter {

void write(String data);

}

**FileService.java**

package com.example.fileio;

public class FileService {

private FileReader fileReader;

private FileWriter fileWriter;

public FileService(FileReader fileReader, FileWriter fileWriter) {

this.fileReader = fileReader;

this.fileWriter = fileWriter;

}

public String processFile() {

String content = fileReader.read();

String processed = "Processed " + content;

fileWriter.write(processed);

return processed;

}

}

**FileServiceTest.java**

package com.example.fileio;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

public class FileServiceTest {

*@Test*

public void testServiceWithMockFileIO() {

// Step 1: Create mocks

FileReader mockFileReader = *mock*(FileReader.class);

FileWriter mockFileWriter = *mock*(FileWriter.class);

// Step 2: Stub reader

*when*(mockFileReader.read()).thenReturn("Mock File Content");

// Step 3: Inject mocks into service

FileService fileService = new FileService(mockFileReader, mockFileWriter);

// Step 4: Call method

String result = fileService.processFile();

// Step 5: Verify output

*assertEquals*("Processed Mock File Content", result);

// Step 6: Verify writer called correctly

*verify*(mockFileWriter).write("Processed Mock File Content");

}

}

**Output:**

![](data:image/png;base64,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)

# Exercise 4: Mocking Network Interactions

***You need to test a service that interacts with network resources.***

## Steps:

1. 1. Create a mock network client using Mockito.
2. 2. Stub the network client methods to simulate network interactions.
3. 3. Write a test to verify the service logic using the mocked network client.

## Solution Code:

import static org.mockito.Mockito.\*; import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.\*;

public class NetworkServiceTest { @Test

public void testServiceWithMockNetworkClient() {

NetworkClient mockNetworkClient = mock(NetworkClient.class); when(mockNetworkClient.connect()).thenReturn("Mock Connection");

NetworkService networkService = new NetworkService(mockNetworkClient); String result = networkService.connectToServer();

assertEquals("Connected to Mock Connection", result);

}

}

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockNetworkInteractionExample</artifactId>

<version>1.0</version>

<name>MockNetworkInteractionExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-surefire-plugin</artifactId>

<version>3.0.0</version>

<configuration>

<includes>

<include>\*\*/\*Test.java</include>

</includes>

</configuration>

</plugin>

</plugins>

</build>

</project>

**NetworkClient.java**

package com.example.network;

public interface NetworkClient {

String connect(); // Simulates connecting to a server

}

**NetworkService.java**

package com.example.network;

public class NetworkService {

private NetworkClient networkClient;

public NetworkService(NetworkClient networkClient) {

this.networkClient = networkClient;

}

public String connectToServer() {

String response = networkClient.connect();

return "Connected to " + response;

}

}

**NetworkServiceTest.java**

package com.example.network;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

public class NetworkServiceTest {

*@Test*

public void testServiceWithMockNetworkClient() {

// Step 1: Create mock client

NetworkClient mockNetworkClient = *mock*(NetworkClient.class);

// Step 2: Stub method

*when*(mockNetworkClient.connect()).thenReturn("Mock Connection");

// Step 3: Inject mock into service

NetworkService networkService = new NetworkService(mockNetworkClient);

// Step 4: Assert result

String result = networkService.connectToServer();

*assertEquals*("Connected to Mock Connection", result);

}

}

**Output:**
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# Exercise 5: Mocking Multiple Return Values

***You need to test a service that calls a method multiple times with different return values.***

## Steps:

1. Create a mock object using Mockito.
2. Stub the method to return different values on consecutive calls.
3. Write a test to verify the service logic using the mocked object.

## Solution Code:

import static org.mockito.Mockito.\*; import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.\*;

public class MultiReturnServiceTest { @Test

public void testServiceWithMultipleReturnValues() { Repository mockRepository = mock(Repository.class); when(mockRepository.getData())

.thenReturn("First Mock Data")

.thenReturn("Second Mock Data");

Service service = new Service(mockRepository); String firstResult = service.processData(); String secondResult = service.processData();

assertEquals("Processed First Mock Data", firstResult); assertEquals("Processed Second Mock Data", secondResult);

}

}

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockMultipleReturnExample</artifactId>

<version>1.0</version>

<name>MockMultipleReturnExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-surefire-plugin</artifactId>

<version>3.0.0</version>

<configuration>

<includes>

<include>\*\*/\*Test.java</include>

</includes>

</configuration>

</plugin>

</plugins>

</build>

</project>

**DataProvider.java**

package com.example.multireturn;

public interface DataProvider {

String getData();

}

**MultiCallService.java**

package com.example.multireturn;

public class MultiCallService {

private DataProvider dataProvider;

public MultiCallService(DataProvider dataProvider) {

this.dataProvider = dataProvider;

}

public String combineMultipleDataCalls() {

String first = dataProvider.getData();

String second = dataProvider.getData();

return "Combined: " + first + " + " + second;

}

**MultiCallServiceTest.java**

package com.example.multireturn;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

public class MultiCallServiceTest {

*@Test*

public void testServiceWithMultipleReturnValues() {

// Step 1: Create mock

DataProvider mockDataProvider = *mock*(DataProvider.class);

// Step 2: Stub to return different values on each call

*when*(mockDataProvider.getData())

.thenReturn("First Call")

.thenReturn("Second Call");

// Step 3: Inject mock and test service logic

MultiCallService service = new MultiCallService(mockDataProvider);

String result = service.combineMultipleDataCalls();

// Step 4: Verify result

*assertEquals*("Combined: First Call + Second Call", result);

}

}

**Output:**

![](data:image/png;base64,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)